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**RESUMEN**

La administración de la calidad en el desarrollo de sistemas de software ha sido un tema de debate y discusión desde hace ya varios años. Esto ha provocado que se definan un gran número de estándares y modelos, así como que se desarrollen decenas de herramientas de software para mejorar la calidad de los productos finales. La adopción de modelos, procesos, herramientas y estándares no ha sido fácil ni muy aceptada por un gran número de empresas dedicadas a este rubro. Las razones principales son:

* La creencia que las actividades de calidad solamente provocan un retraso en la entrega de los proyectos, al ser actividades que consumen un tiempo considerable.
* Que los modelos y procesos son complicados y muy elaborados para implementarse, especialmente por empresas que no cuentan con grandes recursos humanos y económicos.
* Que las herramientas de software solamente cuentan con una funcionalidad parcial, y por lo tanto solo atacan una parte del problema.

El trabajo de investigación aborda estos problemas mediante el Bug-Manager (BM).El BM permite la definición del ciclo de desarrollo, la creación de un plan de calidad, el registro de técnicas de detección de defectos mediante plantillas estándares y personalizadas, el registro, caracterización y seguimiento de defectos, y la generación de gráficas y estadísticas con información importante acerca del proceso de desarrollo.

La investigación se centra en la descripción de las diferentes técnicas de detección de defectos, sus ventajas y desventajas, los motivadores y desmotivadores que favorecen o condicionan su adopción e implementación, e inclusive las condiciones y características que generan una implementación exitosa de estas técnicas.

El desarrollo del BM no pretende ser la panacea ni sustituir todas las herramientas existentes, sino ser una herramienta que facilite la implementación de actividades de calidad, especialmente en empresas sin grandes recursos, proveyendo funcionalidades para la administración eficiente de los elementos más importantes de la calidad de software.
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Capítulo 1

PLANTEAMIENTO DEL PROBLEMA

La administración de la calidad en el desarrollo de sistemas de software es un rubro dentro de la industria que no ha logrado una gran aceptación, y que por lo tanto no se implementa como debería o se esperaría de él, en comparación con otras ramas de la ingeniería con procesos y modelos de calidad bastante desarrollados y eficientes. El hecho de que el software esté presente en prácticamente todas las actividades que realizamos hoy en día, hace que el tema de la calidad en el mismo tome gran relevancia.

De 700 evaluaciones sobre el Capability Maturity Model (CMM) realizadas alrededor del mundo entre 1992 y 1997 que fueron reportadas al Software Engineering Institute (SEI), solamente 20 empresas resultaron con un nivel de madurez 4 o 5, es decir, menos del 3% [10]. Además, solamente el 20% de las empresas realiza con regularidad alguna técnica de revisión [23]. Esto nos lleva a preguntarnos los motivos por los cuales la gran mayoría de empresas dedicadas al desarrollo de software, no establecen algún tipo de proceso, modelo o simplemente actividades que contribuyan a incrementar la calidad global de sus productos.

Dentro de los motivos principales se encuentran la falta de tiempo, el costo, la falta de recursos humanos, la complejidad en su implementación, la falta de entrenamiento adecuado al personal y el síndrome conocido como “No aplica aquí” (NAH, por sus siglas en inglés) [14]. Este síndrome representa un fenómeno que llama la atención, y que básicamente consiste en que la mayoría de las empresas creen que la administración de la calidad es algo hecho para empresas como IBM o HP, pero que no aplica en el contexto de negocio de éstas. Es decir, en general este gran número de empresas cree en las estadísticas y la literatura publicada, sin embargo no creen que la implementación de actividades de calidad tenga los mismos resultados que tuvo en otras empresas [22].

Todo este tipo de factores y desmotivadores llevan a la falsa creencia que las prácticas de calidad hacen más lento y complicado el proceso de desarrollo, provocando un retraso en la entrega del producto, además de incrementar su costo. Sin embargo, la implementación de estas prácticas tiene un efecto contrario a estas falsas creencias. Realizar alguna técnica de detección de defectos, como la inspección, si es bien aplicada, puede llegar a ser de 2 a 4 veces más efectiva que la etapa de pruebas; y en algunos casos encontrar hasta el 90% de los errores antes de correr la primera prueba [18].

Evidentemente esto tiene como consecuencia la reducción del tiempo invertido en la etapa de pruebas. Por otro lado, el costo de corregir un defecto en las etapas de diseño o codificación, en promedio, es de 1 a 2 órdenes de magnitud menor que si se corrigiera en la etapa final de pruebas o una vez que el software salió a producción [23]. Lo que muchas empresas no tienen en cuenta es que la calidad en el desarrollo debería ser la prioridad. Implementar calidad significa que los productos se vuelvan predecibles en tamaño, esfuerzo y costo de desarrollo, que sean más fáciles de dar seguimiento y que tengan un costo menor de mantenimiento, al contar con menos defectos que salen a producción.

A su vez, el tiempo de desarrollo se reduce al llegar a la etapa de pruebas con menos defectos, lo que aumenta la probabilidad de entregar el producto en tiempo y forma. Pero sobre todo, y lo más importante, es que de esta manera se está más cerca de conseguir la satisfacción del cliente, lo que en última instancia provoca el desarrollo de más y mejores proyectos.

Capítulo 2

OBJETIVOS Y ALCANCES

En la actualidad existe un gran número de sistemas que apoyan en la implementación y seguimiento de actividades de calidad. Algunos sistemas se enfocan principalmente en el registro y seguimiento de defectos del sistema en desarrollo, en otros su principal funcionalidad radica en la versatilidad al momento de configurar cómo se registrarán los defectos. Algunos más cuentan con la capacidad de integrarse con planes de pruebas para llevar un mejor control de lo que ocurre en estas etapas [24]. Dentro de estos sistemas, se encuentran los que son propietarios y requieren forzosamente de alguna licencia y también los que se rigen bajo la “Licencia Pública General” (GPL, por sus siglas en inglés).

El común denominador de estos sistemas es que son muy eficientes en determinados procesos y etapas del ciclo de vida, pero dejan de serlo para otras fases igual de importantes en el desarrollo. Esto, aunado a los desmotivadores previamente mencionados y a la creencia general sobre la dificultad existente para implementar modelos y planes de calidad, inhibe a las empresas para adoptar actividades que mejoren la calidad final de sus productos de software.

El trabajo de investigación se centra en el desarrollo de un sistema de software que facilite la adopción e implementación de actividades de calidad en las empresas, mediante:

* La posibilidad de registrar las actividades de desarrollo y de calidad asociadas a las primeras, para establecer el esfuerzo requerido en la realización del proyecto.
* Registrar, caracterizar y dar seguimiento a los defectos surgidos durante el proyecto.
* La posibilidad de llevar a cabo diferentes técnicas de detección de defectos asociadas a actividades de calidad, para conocer el esfuerzo invertido en estas actividades y la eficiencia de la implementación de las técnicas.
* Llevar a cabo las técnicas de detección de defectos mediante listas de chequeo personalizadas, con el objetivo de incrementar la eficiencia de las mismas de manera paulatina.
* Generar estadísticas y métricas que permitan conocer al equipo de desarrollo, líder de proyecto y gerente cómo se desarrolló a final de cuentas el proyecto. Todo esto a partir de los datos introducidos en el registro de las actividades de desarrollo, de calidad, del registro de defectos y de las técnicas de detección de defectos.

También se pretende con la investigación exponer un panorama detallado del estado del arte en cuanto a técnicas de detección de defectos se refiere. Específicamente, describir cada una de las diferentes técnicas, exponer sus ventajas y desventajas, mencionar los motivadores y desmotivadores que ocasionan que se lleven a cabo o no, qué tan eficientes pueden llegar a ser, y finalmente, establecer cómo es que estas técnicas colaboran para que los sistemas de software sean de una mayor calidad.
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MARCO TEÓRICO

* 1. ¿Qué es calidad?

Establecer o definir el concepto como tal no es sencillo, ya que se puede abordar desde diferentes puntos de vista. Lo que es un hecho, es que la calidad es absolutamente necesaria en los sistemas de software actuales, debido a que cada vez son mucho más relevantes en las actividades diarias de personas y empresas. Comenzando por definirla desde un punto de vista muy general, podemos decir que la calidad es gratis, no se da por sí sola, pero es gratis [2]. Esto quiere decir que la calidad significa hacer mejor lo que de cualquier manera se tiene que hacer.

Para esto no se requiere ser demasiado habilidoso ni experto en el tema, sino simplemente poder definirla en términos que no dejen lugar a la interpretación ni a la ambigüedad. Por lo tanto es una entidad que se vuelve alcanzable y medible (y por lo tanto mejorable), una vez que se adquiere el compromiso y el entendimiento para realizarla.

Siendo más específicos, la calidad se puede componer de varios significados, pero dos son los más críticos: 1) El desempeño del producto, que termina por relacionarse con el grado de satisfacción del cliente y 2) Que esté libre de defectos, que termina por relacionarse con el grado de insatisfacción del cliente [3]. En cuanto al desempeño, se refiere a la comparación de productos similares dentro del mercado, siendo el objetivo principal el que el producto sea de mayor o igual desempeño que los de la competencia. Además, los defectos se relacionan con quejas, reclamos, devoluciones y re-trabajo, todas éstas son formas de insatisfacción.

También resulta importante señalar que los defectos pueden impactar a clientes externos o internos. Cuando es el caso de los externos, los defectos representan una amenaza en las ventas futuras. Cuando es el caso de los internos, generalmente constituyen una fuente de aumento en los costos. El objetivo a largo plazo es alcanzar la perfección, es decir, cero defectos. Es importante también resaltar que la satisfacción y la insatisfacción no son opuestas, la primera es la razón por la cual se compra un producto, la segunda es la razón por la cual el cliente se queja del producto. Por lo tanto, es posible que un producto esté libre de defectos, pero no sea posible su venta debido a que el desempeño del mismo está por debajo de la competencia.
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